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Algorithm #1

● Rabin-Karp algorithm of comparing strings

● Makes use of hash tables using the rolling hash 

technique

● The hash function maps data of an arbitrary 

size to a fixed value, while the rolling hash 

allows the algorithm to calculate a hash value 

quickly

● The algorithm allows for the size of the n-gram 

you want to compare.

● The similarity score is calculated as:
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Algorithm #2
● Utilizes the SequenceMatcher from the difflib library to compute the similarity ratio between two cells:

○ SequenceMatcher compares pairs of sequences, usually strings. It has the ability to measure the similarity between two 

sequences of strings. 

● Extracts code source from each cell in a DataFrame and calculates the similarity scores between different code cells within each 

notebook, then storing  these scores in a matrix:

○ The .ratio() method will compute the similarity ratio between two sequences selected, returning a value between 0 

(no similarity) and 1 (identical similarity).
Final Output:

.ratio()  Calculation:

Calculates the ratio as: ratio = 2.0*M / T , 
where M = matches , T = total number of 

elements in both sequences



Algorithm #3 - Line Comparison using SequenceMatcher

- difflib.SequenceMatcher
- Comparing lines instead of characters
- Broke down the notebooks into lines, ignoring leading and trailing whitespaces for a more granular comparison
- Calculated Similarity Score between each pair of notebooks based on the ratio of matching lines

Summary of Output Top 5 Results Highest Similarity % Top 5 Results Lowest Similarity %



Algorithm #4 - rapidfuzz
Algorithm:

● Levenshtein (edit) distance: measures the similarity between two 

strings or sequences, minimum edit distance at bottom right corner

● Creates matrix: doc1 x doc2 lengths of the two sequences

● Insertion, deletion, substitution:  fill cells with values of the edit 

distance of the substrings of the strings

● Similarity score: [0,1] score range, based on the formula 

1/(1+L.distance)

● Increasing Levenshtein distance will indicate a lower similarity 

score between the two sequences

Approach:

● fuzz.ratio: function takes the two notebooks and calculates the 

similarity score

● for loop: to make the function calculate all possible permutations of 

two documents

Top 5 - Highest Similarity Score

Bottom 5 - Lowest Similarity Score



Algorithm #5 - itertools - combinations
Explanation:

● `load_notebook` Function: Reads a Jupyter Notebook file and loads 

its content as JSON.

● `extract_cells` Function: Extracts and concatenates the content of 

either code or markdown cells from a notebook.

● `simple_similarity` Function: Computes a basic similarity score 

between two strings. 

● `compare_notebooks` Function: Compares two notebooks based on 

the similarity of their code and markdown cells.

● File Comparison: The script iterates over all combinations of 

notebook files and compares them, storing the results in a list.

● Results Visualization: The results are converted into a pandas 

DataFrame for easy viewing.

Notes:

● Other algorithms may be more effective to detect plagiarism, this is 

just an example of using itertools combinations, and the results show 

a little discrepancy compared to previous algorithms.



Meta-heuristic algorithm

● The meta-heuristic algorithm 

combines all 5 of the algorithms 

created by our team

● Since each algorithm outputs a 

similarity score out of 1 or 100, we 

used an average (rescaled to 100) for 

a basic meta-heuristic algorithm

Top 5 Results Highest Similarity %
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